**One Marks Questions**

1. **Which data structure allows efficient insertion and deletion at both ends?**

Array Stack Queue Linked List

1. **Which data structure follows the Last-In-First-Out (LIFO) principle?**

Queue Stack Binary Tree Hash Table

1. **Which data structure is used to implement a priority queue?**

Array Queue Heap Stack

**4.Which data structure is best suited for implementing a graph?**

Array Linked List Stack Tree

**5.Which data structure provides constant-time access to its elements based on their key?**

Array Stack Hash Table Linked List

1. **In which data structure does searching, insertion, and deletion have a time complexity of O(log n)?**

Stack Queue Binary Search Tree Heap

1. **Which data structure uses a First-In-First-Out (FIFO) ordering?**

Stack Queue Tree Graph

1. **Which data structure uses a hashing function to map keys to their corresponding values?**

Array Linked List Hash Table Tree

1. **Which data structure represents a collection of elements with no particular order?**

Array Stack Queue Set

1. **Which data structure is used to efficiently search for a specific value in a sorted array?**

Stack Queue Hash Table Binary Search Tree

1. **Which data structure maintains a sorted order of its elements?**

Heap Linked List Stack Binary Search Tree

1. **Which data structure uses a combination of an array and linked list to store elements?**

Heap Graph Hash Table Skip List

1. **Which data structure is commonly used to implement undo-redo functionality?**

Stack Queue Linked List Heap

1. **Which data structure is used to efficiently find the minimum or maximum element in a collection?**

Stack Queue Heap Hash Table

1. **Which data structure allows elements to be accessed in a First-In-First-Out (FIFO) order?**

Stack Queue Binary Tree Hash Table

1. **Which data structure represents a hierarchical structure with a set of connected nodes?**

Stack Queue Tree Graph

1. **Which data structure is used to store and retrieve values based on a unique key?**

Array Hash Table Linked List Stack

1. **Which data structure is used to implement depth-first search (DFS) algorithm?**

Stack Queue Heap Tree

1. **Which data structure is used to implement breadth-first search (BFS) algorithm?**

Stack Queue Heap Linked List

1. **Which data structure is used to efficiently find the median element in a collection of numbers?**

Array Heap Linked List Tree

1. **Which data structure is used to store key-value pairs with fast insertion and deletion?**

Array Linked List Hash Table Stack

1. **Which data structure is used to efficiently evaluate arithmetic expressions?**

Stack Queue Tree Graph

1. **Which data structure is used to represent a sequence of instructions in a computer program?**

Array Stack Linked List Queue

1. **Which data structure uses two pointers, one moving twice as fast as the other, to traverse a linked list?**

Stack Queue Heap Two Pointers

1. **Which data structure is used to implement a cache with a limited number of slots?**

Stack Queue Hash Table Linked List

1. **Which data structure is used to efficiently find all occurrences of a pattern in a text?**

Array Stack Linked List Trie

1. **Which data structure is used to implement the "undo" operation in a text editor?**

Stack Queue Linked List Hash Table

1. **Which data structure is used to implement a disjoint set data structure?**

Array Linked List Heap Union-Find

1. **Which data structure is used to efficiently find the closest smaller or larger element to a given value?**

Stack Queue Heap Binary Search Tree

1. **Which data structure is used to store and retrieve data in a last-in-first-out (LIFO) order?**

Stack Queue Heap Linked List

1. **What is the maximum number of nodes in a binary tree with height h?**

2^h-1 2^h 2^(h+1) 2^(h-1)

1. **What type of traversal visits the left sub-tree, the root, and then the right sub-tree of a binary tree?**

In-order Pre-order Post-order Level-order

**3.What is the time complexity of searching for a node in a binary search tree?**

O(n) O(log n) O(1) O(n log n)

**4.What is the technique used to balance a binary search tree?**

BFS DFS AVL rotation Hash table

**5. How is a binary tree represented in memory?**

As an array As a linked list As a hash table As a graph

**6. What is the property of a binary search tree that the left child of a node must have a value smaller than that of the node, and the right child must have a value greater than that of the node?**

Sorted order Complete tree Balanced tree Search property

**7. What is the time complexity of finding the minimum element in a binary search tree?**

O(1) O(log n) O(n) O(n log n)

**8. What is the technique used to delete a node from a binary search tree?**

BFS DFS AVL rotation Node replacement

**9. What is the method used to find the lowest common ancestor of two nodes in a binary search tree?**

BFS DFS Backtracking Recursion

**10. How is the top view and bottom view of a tree represented?**

As an array As a linked list As a hash table As a graph

**11. What is the time complexity of searching for a node in a balanced binary search tree?**

O(1) O(log n) O(n) O(n log n)

**12. What is the time complexity of inserting a node in a balanced binary search tree?**

O(1) O(log n) O(n) O(n log n)

**13. What is the time complexity of deleting a node in a balanced binary search tree?**

O(1) O(log n) O(n) O(n log n)

**14. What is the property that must be maintained in a self-balancing binary search tree to ensure that the tree remains balanced?**

Sorted order Complete tree Balanced tree Search property

**15.What is the algorithm used to balance a binary search tree when a node is inserted or deleted?**

BFS DFS AVL rotation Hash table

**16. How is the height of a binary search tree calculated?**

Num of nodes Max depth Min depth Average depth

**17. What is the name of the algorithm that is used to maintain balance in AVL trees?**

BFS DFS AVL rotation Hash table

**18. What is the minimum height of an AVL tree with n nodes?**

O(1) O(log n) O(n) O(n log n)

**19. What is the maximum number of rotations required to insert or delete a node in an AVL tree?**

O(1) O(log n) O(n) O(n log n)

**20. What is the property that must be maintained in an AVL tree to ensure that the tree remains balanced?**

Sorted order Complete tree Height-balanced Search property

**21. What is the difference between the height of the left subtree and the height of the right subtree in an AVL tree called?**

Balance factor Height factor Weight factor Size factor

**22. How is the height of an AVL tree calculated?**

Number of nodes Max depth Min depth Average depth

**23. What are the two types of rotations used in AVL trees to maintain balance?**

Left rotation and Right rotation Single rotation and Double rotation

In-order rotation and Post-order rotation

Pre-order rotation and Level-order rotation

**24. What is the time complexity of searching for a node in an AVL tree?**

O(1) O(log n) O(n) O(n log n)

**25. What is the time complexity of inserting a node in an AVL tree?**

O(1) O(log n) O(n) O(n log n)

**26. What is the time complexity of deleting a node in an AVL tree?**

O(1) O(log n) O(n) O(n log n)

**27. What is the maximum difference in height between the left and right subtrees in an AVL tree?**

* 1. 2 log n n

**28. What is the worst-case time complexity of an AVL tree?**

O(1) O(log n) O(n) O(n log n)

**29. What is the technique used to reduce the time complexity of a recursive function by storing the results of subproblems in a cache?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**30. What is the technique used to reduce the time complexity of a recursive function by breaking down the problem into smaller subproblems?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**31. What is the technique used to reduce the time complexity of a recursive function by making a choice and then backtracking if the choice leads to an incorrect solution?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**32. What is the technique used to reduce the time complexity of a recursive function by always making the locally optimal choice?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**33. How can the time complexity of a recursive function be reduced by eliminating redundant recursive calls?**

Memoization Top-down approach

Bottom-up approach Iterative approach

**34. How can the time complexity of a recursive function be reduced by eliminating overlapping subproblems?**

Memorization Top-down approach

Bottom-up approach Iterative approach

**35. What is the technique used to solve a problem by breaking it down into smaller subproblems and solving each subproblem independently?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**36. What is the technique used to solve a problem by combining solutions to subproblems in a bottom-up manner?**

Dynamic programming Backtracking

Divide and conquer Greedy algorithm

**37. What is the technique used to solve a problem by using a combination of recursion and iteration?**

Tail recursion optimization Iterative deepening

Branch and bound Recursive descent

**38. What is the technique used to solve a problem by using a combination of recursion and memorization?**

Tail recursion optimization Iterative deepening

Branch and bound Recursive descent

**39. What is the technique used to solve a problem by using a combination of recursion and dynamic programming?**

Tail recursion optimization Iterative deepening

Branch and bound Recursive descent

**40. What is the technique used to solve a problem by using a combination of recursion and backtracking?**

Tail recursion optimization Iterative deepening

Branch and bound Recursive descent

**41. What is the name of the algorithm that is used to maintain balance in red-black trees?**

AVL rotation Red-black rotation B-tree rotation Hash table

**42. What is the maximum height of a red-black tree with n nodes?**

O(1) O(log n) O(n) O(n log n)

**43. What are the two possible colors of a node in a red-black tree?**

Red and Black Green and Black Blue and Black Yellow and Black

**44. What is the property that must be maintained in a red-black tree to ensure that the tree remains balanced?**

Sorted order Complete tree Height-balanced Color-balanced

**45. What is the time complexity of searching for a node in a red-black tree?**

O(1) O(log n) O(n) O(n log n)

**46. How is the depth-first traversal implemented in a graph?**

Using a queue Using a stack Using a tree Using a hash table

**47. How is the breadth-first traversal implemented in a graph?**

Using a queue Using a stack Using a tree Using a hash table

**48. What are the different ways to represent a graph in memory?**

* 1. Edge list, adjacency matrix, adjacency list
  2. Hash table, tree, graph
  3. Stack, queue, array
  4. Linked list, array, matrix

**49. What is the difference between a red-black tree and a binary search tree?**

* 1. Red-black tree is balanced, binary search tree is not.
  2. Binary search tree has a search property, red-black tree does not.
  3. Red-black tree has a color property, binary search tree does not.
  4. Binary search tree is simpler, red-black tree is more complex.

**50.How is the balance of a red-black tree maintained?**

* 1. By enforcing a fixed height for the tree
  2. By enforcing a fixed number of nodes in the tree
  3. By enforcing a balance property between the number of red and black nodes in the tree
  4. By enforcing a balance property between the number of left and right nodes in the tree

**51. What is the time complexity of inserting a node in a red-black tree?**

O(1) O(log n) O(n) O(n log n)

**52. What is the time complexity of deleting a node in a red-black tree?**

O(1) O(log n) O(n) O(n log n)

**53. What is the technique used to find the shortest path between two nodes in a graph?**

Dijkstra's algo Bellman-Ford algo BFS DFS

**54. What is the time complexity of Dijkstra's algorithm for finding the shortest path in a graph?**

O(1) O(log n) O(n) O(n log n)

**55. What is a tries data structure?**

Hash table Binary tree Prefix tree Heap

**56. How is a tries implemented in Java?**

1. Using a linked list
2. Using a stack
3. Using a nested class structure with a character, a boolean flag and a map of child nodes
4. Using a queue

**57. What is a suffix array?**

* 1. A data structure used to store all the possible prefixes of a given string in lexicographically sorted order
  2. A data structure used to store all the possible suffixes of a given string in lexicographically sorted order
  3. A data structure used to store all the possible substrings of a given string in lexicographically sorted order
  4. A data structure used to store all the unique characters of a given string in lexicographically sorted order

**58. How is a suffix array implemented in Java?**

* 1. Using a linked list
  2. Using a stack
  3. Using an array of integers sorted lexicographically based on the corresponding suffixes
  4. Using a queue

**59. What is the longest repeated substring problem?**

* 1. The task of finding the longest substring that appears in the input string only once
  2. The task of finding the shortest substring that appears in the input string more than once
  3. The task of finding the longest substring that appears in the input string more than once with overlapping occurrences
  4. The task of finding the longest substring that appears in the input string more than once with non-overlapping occurrences

**60. How can we find the longest repeated substring with non-overlapping occurrences using suffix arrays?**

* 1. By comparing each pair of adjacent suffixes in the sorted array and find the longest common suffix between them
  2. By comparing each pair of adjacent suffixes in the sorted array and find the shortest common suffix between them
  3. By comparing each pair of adjacent suffixes in the sorted array and find the longest common prefix between them
  4. By comparing each pair of adjacent suffixes in the sorted array and find the shortest common prefix between them

**61. What is the main advantage of using a tried data structure over a hash table for storing a collection of strings**

Tries use less memory Tries have faster search time

Tries support prefix matching

Tries are more flexible in terms of data storage

**62. What is the time complexity of inserting a new word into a trie?**

O(n) O(1) O(log n) O(n log n)

**63. How can suffix arrays be used to solve the longest common substring problem?**

* 1. By comparing each pair of adjacent suffixes in the sorted array and find the longest common suffix between them
  2. By comparing each pair of adjacent suffixes in the sorted array and find the shortest common suffix between them
  3. By comparing each pair of adjacent suffixes in the sorted array and find the longest common prefix between them
  4. By comparing each pair of adjacent suffixes in the sorted array and find the shortest common prefix between them

**64. What is the time complexity of constructing a suffix array for a given string?**

O(n) O(1) O(log n) O(n log n)

**65. What is the time complexity of finding the longest repeated substring with non-overlapping occurrences using suffix arrays?**

O(n^2) O(n) O(log n) O(n log n)

**66. How can we find the longest repeated substring with overlapping occurrences using a tried?**

* 1. By traversing the tried and counting the number of times each word appears
  2. By traversing the tried and checking if any word appears more than once
  3. By traversing the tried and checking if any word has more than one child
  4. By traversing the tried and comparing the length of each word to find the longest one.

**Two Marks Questions :**

1. What will be the worst case time complexity of the following code?

**public** **class** Test {

**public** **static** **void** func(String str2, String str1)

{

**int** m = str2.length();

**int** n = str1.length();

**for** (**int** i = 0; i <= n - m; i++)

{

**int** j;

**for** (j = 0; j < m; j++)

{

**if** (str1.charAt(i + j) != str2.charAt(j))

{

**break**;

}

}

**if** (j == m)

System.***out***.println(i);

}

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String str1 = "1253234";

String str2 = "323";

*func*(str2, str1);

}

}

O(n) O(m) O(m\*n) O(m+n)

1. Select the appropriate option

**Statement 1 :** Z algorithm is an efficient pattern searching algorithm as it searches the pattern in linear time.

**Statement 2:** A sub string is a super set of another string.

1. Statement 1: True Statement 2 : True
2. Statement 1: True Statement 2 : False
3. Statement 1: False Statement 2 : True
4. Statement 1: False Statement 2 : False
5. **What will be the output of the following Java program?**

class String\_demo

{

public static void main(String args[])

{

int ascii[] = { 65, 66, 67, 68};

String s = new String(ascii, 1, 3);

System.out.println(s);

}

}

ABC BCD CDA ABCD

1. **A hash table of length 10 uses open addressing with hash function h(k)=k mod 10, and linear probing. After inserting 6 values into an empty hash table, the table is as shown below.**
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Which one of the following choices gives a possible order in which the key values could have been inserted in the table?

1. 46, 42, 34, 52, 23, 33  
   B. 34, 42, 23, 52, 33, 46  
   C. 46, 34, 42, 23, 52, 33  
   D. 42, 46, 33, 23, 34, 52
2. Which of the following statement(s) is TRUE?
3. A hash function takes a message of arbitrary length and generates a fixed length code.
4. A hash function takes a message of fixed length and generates a code of variable length.
5. A hash function may give the same hash value for distinct messages.
6. 1 Only
7. 2 and 3 only
8. 1 and 3 only
9. 2 only
10. Consider a 13 element hash table for which f(key)=key mod 13 is used with integer keys. Assuming linear probing is used for collision resolution, at which location would the key 103 be inserted, if the keys 661, 182, 24 and 103 are inserted in that order?
11. 0
12. 1
13. 11
14. 12
15. A hash function h defined h(key)=key mod 7, with linear probing, is used to insert the keys 44, 45, 79, 55, 91, 18, 63 into a table indexed from 0 to 6. What will be the location of key 18 ?
16. 3
17. 4
18. 5
19. 6
20. Select the appropriate option

**Statement 1 :** The hash function is a function that takes element of a list one by one and generates an index value for every element

**Statement 2:** If the hash function is on the remainder method, and for two values it results the same remainder, the situation is called collision

1. Statement 1: True Statement 2 : True
2. Statement 1: True Statement 2 : False
3. Statement 1: False Statement 2 : True
4. Statement 1: False Statement 2 : False
5. If the hash function is f(element%10), so for which of the pair of values , the collision will take place?
6. 15 ,14
7. 12 ,2
8. 1, 10
9. 11, 22
10. Select the correct option.

**package** com.java.algo.string.mcq;

**import** java.util.Scanner;

**public** **class** BitByte {

Scanner input;

String bitByte;

**public** BitByte() {

System.***out***.println(bitByte="bitByte");

}

**public** BitByte(String bitByte) {

System.***out***.println(bitByte);

}

**public** **static** **void** main(String[] args) {

String bitByte = "BITBYTE";

BitByte obj = **new** BitByte();

obj.BitByte(bitByte);

}

}

1. BITBYTE
2. bitByte
3. null
4. Exception
5. What is the output of the following Java program that implements Depth-First Search (DFS) on a graph?

import java.util.\*;

class Graph {

private int V;

private LinkedList<Integer>[] adj;

Graph(int v) {

V = v;

adj = new LinkedList[V];

for (int i = 0; i < V; ++i)

adj[i] = new LinkedList<>();

}

void addEdge(int v, int w) {

adj[v].add(w);

}

void DFSUtil(int v, boolean[] visited) {

visited[v] = true;

System.out.print(v + " ");

Iterator<Integer> i = adj[v].listIterator();

while (i.hasNext()) {

int n = i.next();

if (!visited[n])

DFSUtil(n, visited);

}

}

void DFS(int v) {

boolean[] visited = new boolean[V];

DFSUtil(v, visited);

}

public static void main(String[] args) {

Graph g = new Graph(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

System.out.println("Depth First Traversal (starting from vertex 2):");

g.DFS(2);

}

}

1. Depth First Traversal (starting from vertex 2): 2 0 1 3
2. Depth First Traversal (starting from vertex 2): 2 3 1 0
3. Depth First Traversal (starting from vertex 2): 2 1 0 3
4. Depth First Traversal (starting from vertex 2): 2 3 0 1
5. What is the output of the following Java program that creates a Binary Search Tree (BST) and performs an in-order traversal?

class Node {

int key;

Node left, right;

public Node(int item) {

key = item;

left = right = null;

}

}

class BinaryTree {

Node root;

void inorderTraversal(Node node) {

if (node == null)

return;

inorderTraversal(node.left);

System.out.print(node.key + " ");

inorderTraversal(node.right);

}

public static void main(String[] args) {

BinaryTree tree = new BinaryTree();

tree.root = new Node(4);

tree.root.left = new Node(2);

tree.root.right = new Node(6);

tree.root.left.left = new Node(1);

tree.root.left.right = new Node(3);

System.out.println("In-order Traversal:");

tree.inorderTraversal(tree.root);

}

}

1. In-order Traversal: 1 2 3 4 6
2. In-order Traversal: 4 2 6 1 3
3. In-order Traversal: 1 3 2 4 6
4. In-order Traversal: 6 4 2 3 1

11. Given the following input (4322, 1334, 1471, 9679, 1989, 6171, 6173, 4199) and the hash function x mod 10, which of the following statements are true?

1. 9679, 1989, 4199 hash to the same value   
   ii. 1471, 6171 hash to the same value   
   iii. All elements hash to the same value   
   iv. Each element hashes to a different value   
    a)i only   
    b) ii only   
    c)i and ii only

d)iii or iv

12.  A hash table of length 10 uses open addressing with hash function h(k)=k mod 10, and linear probing. After inserting 6 values into an empty hash table, the table is as shown below. 
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Which one of the following choices gives a possible order in which the key values could have been inserted in the table?   
 a)46, 42, 34, 52, 23, 33  b)34, 42, 23, 52, 33, 46   
 c)46, 34, 42, 23, 52, 33  d)42, 46, 33, 23, 34, 52

13.  How many different insertion sequences of the key values using the same hash function and linear probing will result in the given hash table
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1. 10  20 30  40

14.  Which one of the following hash functions on integers will distribute keys most uniformly over 10 buckets numbered 0 to 9 for i ranging from 0 to 2020?

1. h(i) =i^2 mod 10  h(i) =i^3 mod 10
2. h(i) = (11 ∗ i^2) mod 10  h(i) = (12 ∗ i) mod 10

15. Consider the following items with their associated weights and values.

|  |  |  |
| --- | --- | --- |
| Item | Weight | Value |
| 1 | 4 | 44 |
| 2 | 7 | 21 |
| 3 | 5 | 38 |
| 4 | 2 | 11 |
| 5 | 7 | 40 |
| 6 | 10 | 37 |
| 7 | 3 | 13 |

If a knapsack of capacity 22 units of weight is available and it is allowed to take either the item

completely or leave it, the maximum possible profit using the dynamic approach will be \_\_\_\_\_.

1. 102
2. 146
3. 156
4. 123

16. Consider product of three matrices M1, M2 and M3 having w rows and x columns, x rows and y columns, and y rows and z columns. Under what condition will it take less time to compute the product as (M1M2)M3 than to compute M1 (M2M3)?

1. Always take the same time
2. (1/x + 1/z) < (1/w + 1/y)
3. x > y
4. (w + x) > (y + z)

17. Let A1, A2, A3, and A4 be four matrices of dimensions 10 × 5, 5 × 20, 20 × 10, and 10 × 5, respectively. The minimum number of scalar multiplications required to find the product A1A2A3A4 using the basic matrix multiplication method is \_\_\_\_\_\_.

1. 1100
2. 1000
3. 12
4. 1500

18. Consider the following two sequences :

X = < B, C, D, C, A, B, C >

and Y = < C, A, D, B, C, B >

The length of longest common subsequence of X and Y is :

1. 2
2. 3
3. 5
4. 4

19. Define Rn to be the maximum amount earned by cutting a rod of length n meters into one or more pieces of integer length and selling them. For i > 0, let p[i] denotes the selling price of a rod whose length is i meters. Consider the array of prices:

p[1] = 1, p[2] = 5, p[3] = 8, p[4] = 9, p[5] = 10, p[6] = 17, p[7] = 18

Which of the following statements is/are correct about R7?

1. R7 cannot be achieved by a solution consisting of three pieces.

2. R7 =18

3. R7 = 19

4. R7 is achieved by three different solutions.

1. 1
2. 2
3. 2 and 3
4. 3 and 4

20. Consider a hash table with 9 slots. The hash function is ℎ(k) = k mod 9. The collisions are resolved by chaining. The following 9 keys are inserted in the order: 5, 28, 19, 15, 20, 33, 12, 17, 10. The maximum, minimum, and average chain lengths in the hash table, respectively, are:

1. 3, 3, and 3
2. 3, 0, and 1
3. 4,0, and 1
4. 3, 0, and 2
5. **What will be the output of the following Java program?**

class recursion

{

int func (int n)

{

int result;

result = func (n - 1);

return result;

}

}

class Output

{

public static void main(String args[])

{

recursion obj = new recursion() ;

System.out.print(obj.func(12));

}

}

1. 0
2. 1
3. Compilation Error
4. Run Time Error
5. **What will be the output of the following Java program?**

class recursion

{

int func (int n)

{

int result;

if (n == 1)

return 1;

result = func (n - 1);

return result;

}

}

class Output

{

public static void main(String args[])

{

recursion obj = new recursion() ;

System.out.print(obj.func(5));

}

}

1. 0
2. 1
3. 120
4. None of the option
5. **What is the output of the below Java program with recursion?**

public class RecursionTesting

{

static int num=4;

public static void main(String[] args)

{

new RecursionTesting().recursiveMethod();

}

void recursiveMethod()

{

num--;

if(num == 0)

return;

System.out.print(num + " ");

recursiveMethod();

}

}

1. 4 3 2 1
2. 3 2 1
3. 3 2 1 0
4. 2 3 1 1
5. **What is the output of the below Java program with recursion?**

public class RecursionTest2

{

public static void main(String[] args)

{

RecursionTest2 rt2 = new RecursionTest2();

int sum = rt2.summer(4);

System.out.println(sum);

}

int summer(int in)

{

int sum = 0;

if(in ==0)

return 0;

sum = in + summer(--in);

return sum;

}

}

1. 10
2. 6
3. 0
4. Infinite Execution
5. **What will be print once this block of code placed under main method in proper way?**

Map<Integer, String> hm=new HashMap<Integer, String>();

hm.put(11,”a”);

hm.put(null,”b”);

hm.put(null,null);

System.out.println(hm.size());

System.out.println(hm);

1. RunTime error
2. Compile Time error
3. 2

{ 11=a, null=b}

1. 3

{ 11=a, null=b, null=null}

1. **Consider the given java snippet code and find the output.**

class Planning

{

String day;

public Planning(String today)

{

day = today;

}

public boolean equals(Object object)

{

return ((Planning) object).equals(day);

}

}

class Main

{

public static void main(String args[])

{

Map<Planning, String> hm = new HashMap<Planning, String>();

Planning planning1 = new Planning(“Day”);

Planning planning2 = new Planning(“Night”);

Planning planning3 = new Planning(“Night”);

hm.put(planning1, “Running”);

hm.put(planning2, “Dancing”);

hm.put(planning3, “Sleeping”);

println(“Size :” + hm.size());

}

}

1. Compile time or run time error
2. Size:2
3. Size:3
4. 3
5. **Consider the following method, if user call that method with parameter “java programming” from main method, what will be the output?**

void findDuplicateChars(String str)

{

Map<Character, Integer> dm = new HashMap<Character, Integer>();

char[] chh = str.toCharArray();

for (Character ch : chh)

{

if (dm.containsKey(ch))

{

dm.put(ch, dm.get(ch) + 1);

}

else

{

dm.put(ch, 1);

}

}

Set<Character> k = dm.keySet();

for (Character ch : k)

{

if (dm.get(ch) > 1)

println(ch + “->” + dm.get(ch));

}

}

1. g->2

r -> 2

a -> 3

 m -> 2

1. g->1

r -> 1

a -> 1

 m -> 1

1. g->2

r -> 2

a -> 3

 m -> 2

1. g->2

r -> 2

a -> 3

 m -> 2

1. **What will be the output of the following Java program?**

class Output

{

public static void main(String args[])

{

int p = 1;

int q = 2;

int r = 3;

p |= 4;

q >>= 1;

r <<= 1;

p ^= r;

System.out.println(q + ” ” + q + ” ” + r);

}

}

1. 3 3 6
2. 3 1 6
3. 2 3 4
4. 2 2 3
5. **Construct a binary tree by using postorder and inorder sequences given below.  
   Inorder: N, M, P, O, Q  
   Postorder: N, P, Q, O, M**

![A binary tree by using postorder & inorder sequences - option a](data:image/png;base64,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)

![A binary tree by using postorder & inorder sequences - option b](data:image/png;base64,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)



![A binary tree by using postorder & inorder sequences - option c](data:image/png;base64,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)

![A binary tree by using postorder & inorder sequences - option d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAADTCAMAAAALd1cDAAACu1BMVEX///83NzeioqJWVlZtbW3h4eG6uroBAQHc3NyNjY0AAAB3d3fn5+eCgoJCQkL+/v4MDAzFxcVhYWHy8vIiIiIUFBTMzMwfHx/r6+uZmZmYmJjGggDnplJSpucqKioAVaXG///n//8Agsal4///46X/x4QLCwsAAIRSAIT//8alVQD//+cHBwfHx8erq6uIiIiEAFJSAFKSkpJubm7q6upoaGgFBQUODg5mZmbz8/Ovr6+JiYm1tbXi4uLQ0NDp6en7+/ubm5uAgICQkJBwcHDm5uZ1dXWtra1sbGzJycnv7+9vb2/9/f3b29tjY2MCAgIDAwOMjIxiYmIGBgYmJiYnJyeEx/8AAFLU1NTS0tLLy8v29vZ/f3+4uLi9vb3x8fFxcXHX19fKysrZ2dlERESkpKS+vr54eHhdXV3Pz8/09PSgoKC2trbT09OWlpaPj499fX2GhoZqamrOzs4KCgrNzc2zs7Pu7u49PT0VFRXY2Njo6OiHh4f6+voYGBh2dnZ5eXlRUVGXl5fg4OAyMjIgICA4ODgICAgaGhrV1dVXV1cQEBANDQ0JCQmEAABSVVKlpoRSgoSEAISjo6PBwcGoqKj39/exsbGVlZXd3d2dnZ3CwsK0tLTt7e10dHSmpqZfX1+np6cuLi5gYGBZWVkZGRmLi4sSEhKEhITa2tqTk5O3t7cpKSnGxsaurq41NTVUVFTs7OxKSkohISG/v7/W1tahoaGFhYV8fHyUlJQbGxseHh5NTU1ycnJ6enpLS0svLy+amppaWlo+Pj6qqqrj4+O5ublra2tISEiBgYGsrKx7e3v8/PyDg4O8vLxFRUUdHR0RERFTU1N+fn4cHBw6Ojpzc3Pl5eUzMzNlZWXR0dGRkZFJSUk0NDSEVQD/48alx/9SAAClplJSpqXn46Xn/8ZSpsZSVaWlVVIzknsWAAAHX0lEQVR42u1dZXsbRxAegXXSyJY5jiwpBtlyzUkc22nIYWZwoGkaaBgaapiZqczMzMzMzMz9Gf3g2k9r70kHu7d7+9x80AdpdqzXWrqZ990FcMwxxxxzzDHWlub2hvKyFCUrL+R1p9kQQPeAK98T8PlzMzNz/b6AJ98V6G6zn8Cr5Pj+/5YvR/Ha6cfIUILpXd9NDyoZdkHQzeXxkz/xe1zdbAHBrYTVPyxU3DaAECjITvZxdkFAfAg9/Mkd/D1EB+Eu8Kdy8ReI3Z26KdmpnbIVoQe2q1CLV9gl8rrg0ebnEXedSFP82hz9irArtjeo1TPoFXWbp6RrdU1XBN0ABnK0++YIuki4fNp9fWJOTWn5erzzhRzVbo8eb4+Qi7VXVxcPCDkzhQjDIYKtAFCOpV0HREhEDHmEBS5yurTjtdMylycihqxcAobfzhVD5blfu2LIzRIRg5JJwPBnVSuUl0a7YshUbIMhFi2FSKttMBD7Uqzsrz96xqN26UvEMR2r/vtMUUnULmOaOLfGIIIxiNplbiWtcZEYlM+MkzCIucbJsNeQYc8nw95bimcgGZ5FZcgJSJGbkSFHBuAKa/EqFDlXKUXOWIbcPcDo6alqKDP2CA5h7PRXU9WyRr+4U2wMe5eCW0lShAgrblgcFhrC08+DhtruUxcKDOGWx/q0rRPJa+wj+i4QFsLqjUvaV+zkXIfa4AWCQsh86N7/bACTck6uWCMohtsaO22fknB/+g8QEsKdW3Q4t6yfJSCE++66R4/7whvPFw7CwDv66WtQ11s4DBffrfvR9SrBIAy/XXeTGxoGCQVhyK0GJvwNw8cKBOGByXOMNOt3iTgQLrp/pbGGwx4UBsPDI42Cn3+pIBDmPmq46WzvI0JAeP25dOONN03h/fX3bwM4euJDMyGeqeOMoflTgEPfmQqxYuQYgJ0TuEHY3KR8NfEbk0GOrt8O6/gVGH3Ha7Z8YTrKqvrxxxPcluwdiCc/P7ZmjMkwhccSiSe57fMQEbEpaCbGpuBHR5oRX+CFYStizbS9C03FqMcmRMQDnCBsr6mZNPUJs1HeeAtrEBNWfelOD8gDEg0DaYQd4Z00beN+K6Q3hESFn1bsluGHp7KX3rAVx1givWErjrFCesNWHGOJ9IatOMYS6Q1bcYwl0hu24hhLpDdsC2yWlO/YFjqtKaOyFcdYIr1hW/i3hFbAloBhDb2DLRHGEpoNW0KSNXQntsQwa2hnbAl6ltD/2BIlraFhsiWsWkOHZSuOsUZ6QyRwVxQDlJ1XTOiyIfPRAcoRMQbmo7cbkUiPMRUMeon0pOgQrSiG6qpS89HbjShoONsrTsagV9BAil7ZM97xai56u6kKS4gY9ApLSNHLi0oAoLoqZjp6cgyVp1oZY4AIPQxkcQyUF/3Oqi+pYzDal8jiGKiuOstqTKuPB6NjWkUcA2W/VLCaW1XnJaNzq4o4pu0vMVrj1NYHo2ucDHsNGfZ8Muy9pXgGkuFZVIacgBS5GRlyZKzFMdZIb2TIGcuQu2dd5Vg7I6X05jMwb0yrTb0npoo+dR8FDKnFMcbt290po4/3UiFosau+Ds1OHf1NSixYRlXwx3doib57Nh0QTNgI48ct0BL9unVAyRgcyDoqrC363DFAzSizc7ova9EWfc5aENWGaKa21l8uKIRFDYO1us4aKSiG/vO0+w4TU9lYO1SH8zWjB4uIYelyPd7hfgJCWKVPljVionhStBV9dc7N7puEw7D4Mp0NNt/cRzAIA/vq7hp11wqGobd+yeuVjWKdKzLICM39+quFwjC01kir+dsEgrCkv6Fm86aIA+H9hkXGGu5ZLsT3XzkO4N0hBhtnfwCwr547hpcmTeizzPBMn1E7eNcu7hhC+Norowy33vBezrSD3DEcwsTHGcPeMSQ6fntc48HD+Cx3DC8jIiIa+Slqt05GRPyEO4bpiNjsWm2scWMCEfmf1XkEcbLxmaWuuQZPcseQOHHAjGQ6/ftEE3cMX39pMsCUH/h9eQq5Kb73PlHIEXK+94lCrpb3vU8Ucuac732iULvgfe8TBeUY73ufKNTyeN/7RKGmyvveJwrVZ95nR1JgAXA/w5OCcoz3vU8UWDG8z7SlwE7ifrYwBZYY7zOeKbD1uJ+1TYE1yf3McwrsVd5nz1NgEXO/A4ACm5v7XQwUlGPc730iqRuiiIgz46TeHNIYoi0ITfFZEiOpTKJFJR1ymU5rVJ7GEBCpKIbKUxTFZ0mMpPaJFpWADl0aKURZr3jHq4YQ5oykuooWlfz70tmIqitrxGd6MSAikmQ42jFEqYvPjPQlomnuS+q/A4O+pDqmyftOrWO6rFccyn4mjQcGY5o4t6pi0D63RiqKf/qRNLkymFtJC5Q6Bh1rXBRx5hm05N4nGfYaMuz5ZNh7S/EMJMOzqAw5ASlyMzLkyKgox7jf+yRDzliG3L0UNRQpallUdGkMpW1aB7b9a7sgQ40dpOA6gAyck7b/pN25P4455phjjjnmmGOOOeaYYyLaP6xn+tC4CZGrAAAAAElFTkSuQmCC)

1. **Suppose the numbers 7, 5, 1, 8, 3, 6, 0, 9, 4, 2 are inserted in that order into an initially empty binary search tree. The binary search tree uses the usual ordering on natural numbers. What is the in-order traversal sequence of the resultant tree?**
2. 7 5 1 0 3 2 4 6 8 9
3. 0 2 4 3 1 6 5 9 8 7
4. 0 1 2 3 4 5 6 7 8 9
5. 9 8 6 4 2 3 0 1 5 7
6. **The preorder traversal sequence of a binary search tree is 30, 20, 10, 15, 25, 23, 39, 35, 42. Which one of the following is the postorder traversal sequence of the same tree?**
7. 10, 20, 15, 23, 25, 35, 42, 39, 30
8. 15, 10, 25, 23, 20, 42, 35, 39, 30
9. 15, 20, 10, 23, 25, 42, 35, 39, 30
10. 15, 10, 23, 25, 20, 35, 42, 39, 30
11. **Which of the following traversals is sufficient to construct BST from given traversals  
    1) Inorder  
    2) Preorder  
    3) Postorder**
12. Any one of the given three traversals is sufficient
13. Either 2 or 3 is sufficient
14. 2 and 3
15. 1 and 3
16. **While inserting the elements 71, 65, 84, 69, 67, 83 in an empty binary search tree (BST) in the sequence shown, the element in the lowest level is**
    * 1. 67 69 83
17. **Considering that height of single node is 0,the number of ways in which the numbers 1, 2, 3, 4, 5, 6, 7 can be inserted in an empty binary search tree, such that the resulting tree has height 6, is \_\_\_\_\_\_\_\_\_\_\_\_\_**

2 4 64 32

1. **How many distinct BSTs can be constructed with 3 distinct keys?**
   * 1. 5 6 9
2. **The following numbers are inserted into an empty binary search tree in the given order: 10, 1, 3, 5, 15, 12, 16. What is the height of the binary search tree**
3. 2
4. 3
5. 4
6. 6
7. **The number of elements in the adjacency matrix of a graph having 7 vertices is \_**
   * 1. 14 36 49
8. **What would be the number of zeros in the adjacency matrix of the given graph?**
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10 6 16 0

1. **Which of the below diagram is following AVL tree property?**
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A. Only 1.

B. Only 2

C. Both 1 and 2

D. None of the above

1. **Consider the pseudo code:**

int avl(binarysearchtree root):

if(not root)

return 0

left\_tree\_height = avl(left\_of\_root)

if(left\_tree\_height== -1)

return left\_tree\_height

right\_tree\_height= avl(right\_of\_root)

if(right\_tree\_height==-1)

return right\_tree\_height

**Does the above code can check if a binary search tree is an AVL tree?** Yes No

1. **What is the below pseudo code trying to do, where pt is a node pointer and root pointer?**

redblack(Node root, Node pt) :

if (root == NULL)

return pt

if (pt.data < root.data)

{

root.left = redblack(root.left, pt);

root.left.parent = root

}

else if (pt.data > root.data)

{

root.right = redblackt(root.right, pt)

root.right.parent = root

}

return root

1. insert a new node
2. delete a node
3. search a node
4. count the number of nodes
5. **What will be the output of the following code?**

**public** **class** Test {

**public** **static** **void** func(String str2, String str1)

{

**int** m = str2.length();

**int** n = str1.length();

**for** (**int** i = 0; i <= n - m; i++)

{

**int** j;

**for** (j = 0; j < m; j++)

{

**if** (str1.charAt(i + j) != str2.charAt(j))

{

**break**;

}

}

**if** (j == m)

System.***out***.println(i);

}

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String str1 = "1253234";

String str2 = "323";

*func*(str2, str1);

}

}

1 2 3 4

1. **What will be the worst case time complexity of the following code?**

**public** **class** Test {

**public** **static** **void** func(String str2, String str1)

{

**int** m = str2.length();

**int** n = str1.length();

**for** (**int** i = 0; i <= n - m; i++)

{

**int** j;

**for** (j = 0; j < m; j++)

{

**if** (str1.charAt(i + j) != str2.charAt(j))

{

**break**;

}

}

**if** (j == m)

System.***out***.println(i);

}

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

String str1 = "1253234";

String str2 = "323";

*func*(str2, str1);

}

}

O(n) O(m) O(m\*n) O(m+n)

1. **Select the appropriate option**

**Statement 1 :** Z algorithm is an efficient pattern searching algorithm as it searches the pattern in linear time.

**Statement 2:** A sub string is a super set of another string.

1. Statement 1: True Statement 2 : True
2. Statement 1: True Statement 2 : False
3. Statement 1: False Statement 2 : True
4. Statement 1: False Statement 2 : False
5. **What will be the output of the following Java program?**

class String\_demo

{

public static void main(String args[])

{

int ascii[] = { 65, 66, 67, 68};

String s = new String(ascii, 1, 3);

System.out.println(s);

}

}

1. ABC
2. BCD
3. CDA
4. ABCD
5. **A hash table of length 10 uses open addressing with hash function h(k)=k mod 10, and linear probing. After inserting 6 values into an empty hash table, the table is as shown below.**
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Which one of the following choices gives a possible order in which the key values could have been inserted in the table?

1. 46, 42, 34, 52, 23, 33  
   B. 34, 42, 23, 52, 33, 46  
   C. 46, 34, 42, 23, 52, 33  
   D. 42, 46, 33, 23, 34, 52
2. **Which of the following statement(s) is TRUE?**
3. A hash function takes a message of arbitrary length and generates a fixed length code.
4. A hash function takes a message of fixed length and generates a code of variable length.
5. A hash function may give the same hash value for distinct messages.
6. 1 Only
7. 2 and 3 only
8. 1 and 3 only
9. 2 only
10. **Consider a 13 element hash table for which f(key)=key mod 13 is used with integer keys. Assuming linear probing is used for collision resolution, at which location would the key 103 be inserted, if the keys 661, 182, 24 and 103 are inserted in that order?**
11. 0
12. 1
13. 11
14. 12
15. **A hash function h defined h(key)=key mod 7, with linear probing, is used to insert the keys 44, 45, 79, 55, 91, 18, 63 into a table indexed from 0 to 6. What will be the location of key 18 ?**
16. 3
17. 4
18. 5
19. 6
20. **Select the appropriate option**

**Statement 1 :** The hash function is a function that takes element of a list one by one and generates an index value for every element

**Statement 2:** If the hash function is on the remainder method, and for two values it results the same remainder, the situation is called collision

1. Statement 1: True Statement 2 : True
2. Statement 1: True Statement 2 : False
3. Statement 1: False Statement 2 : True
4. Statement 1: False Statement 2 : False
5. **If the hash function is f(element%10), so for which of the pair of values , the collision will take place?**
6. 15 ,14
7. 12 ,2
8. 1, 10
9. 11, 22
10. **Select the correct option.**

**import** java.util.Scanner;

**public** **class** Class {

Scanner Scanner;

String String;

**public** Class(String String) {

Scanner = **new** Scanner(System.***in***);

**this**.String = String;

}

**public** String getString() {

**return** "It's an Error" + (String="") + ".";

}

**public** **static** **void** main(String[] args) {

String String = "ERROR";

Class Object = **new** Class(String);

System.***out***.println(Object.getString());

}

}

1. ERROR
2. **It’s an Error.**
3. Compile Time Error
4. Run Time Error
5. **Select the correct option.**

**import** java.util.Scanner;

**public** **class** Algorithm {

Scanner input;

String \_string;

**public** Algorithm(String \_string) {

input = **new** Scanner(System.***in***);

\_string = input.nextLine();

}

**public** **void** setString(String \_string) {

**this**.\_string = \_string;

}

**public** String getString() {

**return** \_string;

}

**public** **static** **void** main(String[] args) {

String \_string = "Greetings!";

Algorithm obj = **new** Algorithm(\_string);

System.***out***.println(obj.getString());

}

}

1. Greetings!
2. **null**
3. Compile Time Error
4. Run Time Error
5. **Select the correct option.**

**import** java.util.Scanner;

**public** **class** CodeCoke {

Scanner input;

String \_string;

**public** CodeCoke(String \_string) {

input = **new** Scanner(System.***in***);

\_string = input.nextLine();

}

**public** CodeCoke(String \_string, String \_string) {

input = **new** Scanner(System.***in***);

\_string = input.nextLine();

}

**public** String getString() {

**return** \_string;

}

**public** **static** **void** main(String[] args) {

String \_string="CodeCoke";

CodeCoke obj = **new** CodeCoke();

System.***out***.println(obj.getString());

}

}

1. CodeCoke
2. CodeCoke CodeCoke
3. Compile Time Error
4. Run Time Error
5. **Select the correct option.**

**import** java.util.Scanner;

**public** **class** JobsAlgo {

Scanner input;

String \_jobTitle;

**public** JobsAlgo(String \_string) {

input = **new** Scanner(System.***in***);

\_string = input.next();

**this**.\_jobTitle = \_string;

}

**public** String toString() {

**return** \_jobTitle;

}

**public** **static** **void** main(String[] args) {

String \_jobTitle = "Software Developer";

JobsAlgo obj = **new** JobsAlgo(\_jobTitle);

obj.getString();

}

}

1. Software Developer
2. Software Engineer
3. Compile Time Error
4. Run Time Error
5. **Select the correct output for input as freedom.**

**import** java.util.Scanner;

**public** **class** Freedom {

Scanner input;

String freedom;

**public** Freedom(String freedom) {

input = **new** Scanner(System.***in***);

**this**.freedom = input.next();

}

**public** String getFreedom() {

**return** freedom;

}

**public** **static** **void** main(String... args) {

String freedom = "FREEDOM";

Freedom obj = **new** Freedom(freedom);

obj.getFreedom();

}

}

1. FREEDOM
2. Freedom
3. null
4. No Output
5. **Select the correct option.**

**import** java.util.Scanner;

**public** **class** FIFA {

Scanner input;

String FIFA;

**public** FIFA(String FIFA) {

input = **new** Scanner(System.***in***);

FIFA = input.next().toLowerCase(); //fifa

System.***out***.println(**this**.FIFA.toUpperCase());

}

**public** **static** **void** main(String[] args) {

String FIFA = "FIFA";

FIFA obj = **new** FIFA(FIFA);

}

}

1. fifa
2. FIFA
3. Compile Time Error
4. Run Time Error
5. **Select the correct option.**

**package** com.java.algo.string.mcq;

**import** java.util.Scanner;

**public** **class** KungFuPanda {

Scanner input;

String \_name;

**public** KungFuPanda(String \_string) {

input = **new** Scanner(System.***in***);/\*

String string = input.next();

\*/\_name = \_string;

}

**public** String getName() {

**return** \_name;

}

**public** **static** **void** main(String[] args) {

String \_string = "Po".toUpperCase();

KungFuPanda obj = **new** KungFuPanda(\_string);

System.***out***.println(obj.getName());

}

}

1. Po
2. PO
3. Compile Time Error
4. Run Time Error
5. **Select the correct option.**

**package** com.java.algo.string.mcq;

**import** java.util.Scanner;

**public** **class** Alphabets {

Scanner input;

String \_alphabets;

**public** Alphabets() {

**char**[] characters = {'A', 'B', 'C'};

\_alphabets = **new** String(characters);

}

**public** **void** setAlphabets() {

}

**public** **char** getAlphabets(**int** i) {

**return** \_alphabets.charAt(i++);

}

**public** **static** **void** main(String[] args) {

String \_alphabets = "";

Alphabets obj = **new** Alphabets();

obj.setAlphabets();

System.***out***.println(obj.getAlphabets(1));

}

}

1. A B C
2. A
3. B
4. C
5. **Select the correct option.**

**package** com.java.algo.string.mcq;

**import** java.util.Scanner;

**public** **class** BitByte {

Scanner input;

String bitByte;

**public** BitByte() {

System.***out***.println(bitByte="bitByte");

}

**public** BitByte(String bitByte) {

System.***out***.println(bitByte);

}

**public** **static** **void** main(String[] args) {

String bitByte = "BITBYTE";

BitByte obj = **new** BitByte();

obj.BitByte(bitByte);

}

}

1. BITBYTE
2. bitByte
3. null
4. Exception
5. **Select the correct output for input as freedom.**

**package** com.java.algo.string.mcq;

**public** **class** EMC\_SQUARE {

**private** String \_string;

**public** EMC\_SQUARE() {

init();

}

**private** String init() {

**return** \_string = "ABC";

}

**public** **static** **void** main(String[] args) {

System.***out***.println(**new** EMC\_SQUARE());

}

}

1. ABC
2. null
3. EMPTY
4. Object Reference
5. **Select the appropriate option**

**Statement 1 :** In trie, we store the strings in such a way that there is one node for every common prefix. Therefore the inorder traversal over trie gives the lexicographically sorted set of strings.

**Statement 2:** In a BST, as well as in a balanced BST searching takes time in order of mlogn, where m is the maximum string length and n is the number of strings in tree. But searching in trie will take O(m) time to search the key.

1. Statement 1: True Statement 2 : True
2. Statement 1: True Statement 2 : False
3. Statement 1: False Statement 2 : True
4. Statement 1: False Statement 2 : False
5. **Following code snippet is the function to insert a string in a trie. Find the missing line.**

private void insert(String str)

{

TrieNode node = root;

for (int i = 0; i < length; i++)

{

int index = key.charAt(i) - 'a';

if (node.children[index] == null)

node.children[index] = new TrieNode();

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

}

node.isEndOfWord = true;

}

1. node = node.children[index];
2. node = node.children[str.charAt(i + 1)];
3. node = node.children[index++];
4. node = node.children[index++];
5. **For the following question, how will the array elements look like after second pass?(Insertion sort)  
   34, 8, 64, 51, 32, 21**
6. 8, 21, 32, 34, 51, 64
7. 8, 32, 34, 51, 64, 21
8. 8, 34, 51, 64, 32, 21
9. 8, 34, 64, 51, 32, 21
10. **Statement 1:**In bubble sort , selection sort and insertion sort , two loops are required to sort the array.

**Statement 2 :** The inner loop of bubble sort compares every element with the adjacent element to determine their order

1. Statement 1 : True Statement 2 : True
2. Statement 1 : True Statement 2 : False
3. Statement 1 : False Statement 2 : True
4. Statement 1 : False Statement 2 : False
5. **What will be the output of the following code?**

class printseries

{

public static void main(String args[])

{

int i=0;

int arr[] = new int[10];

for(i=0;i<10;i++)

{

arr[i]=i+1;

}

for(i=0;i<10;i++)

{

System.out.print(arr[i]);

}

}

}

1. 1 2 3 4 5 6 7 8 9 10 11
2. 1 2 3 4 5 6 7 8 9 10
3. 0 2 3 4 5 6 7 8 19 11
4. 0 1 2 3 4 5 6 7 8 9
5. **What will be the output of the following Java program?**

class variable\_scope

{

public static void main(String args[])

{

int x;

x = 5;

{

int y = 6;

System.out.print(x + " " + y);

}

System.out.println(x + " " + y);

}

}

1. Compilation error
2. Runtime error
3. 5 6 5 6
4. 5 6 5
5. **Statement 1 :** Both the String and StringBuffer classes are defined in java.lang package:

**Statement 2 :** getChars()Method used to extract a single character from a String

1. Statement 1 : True Statement 2 : True
2. Statement 1 : True Statement 2 : False
3. Statement 1 : False Statement 2 : True
4. Statement 1 : False Statement 2 : False
5. **Statement 1 :** Binary Search is faster than the linear search

**Statement 2 :** Binary search may not be applied on all the input list on which linear search can be applied.

1. Statement 1 : True Statement 2 : True
2. Statement 1 : True Statement 2 : False
3. Statement 1 : False Statement 2 : True
4. Statement 1 : False Statement 2 : False
5. Which of the following is the recurrence relation for binary search?

A. T(n)=T(n/2)+1

1. T(n)=T(n/2)+2
2. T(n)=2T(n-1)+1

T(n)=T(n-1)